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I. Introduction

It appears that during every stage of development of
computer systems that the demand for computer memory has
increased. Efficient utilization of memory is essential
to satisfy the demands for memory. The memory hierarchy
concept has resulted from physical and economic consider-
ations which make it impossible to provide unlimited
storage in single memory. Several memory levels with
different access times, capacities, and costs are
necessary. Such a hierarchy consists of executable levels
such as core memory and non-executable levels (IO devices)
such as drums, disks, and tapes. It is a well-known fact
that computer system performance is critically governed
by the choice of a cost-effective memory hierarchy.

An important goal of the system designer is to select
hierarchy management strategies which exploit the
heterogeneous nature of program and data files so that
files which are the least frequently accessed (have a low
activity profile) are assigned to slower memories and files
that are the most frequently accessed are assigned to
fast memories. Such an assignment process (methodology)
which satisfies not only device capacity constraints but
also queuing delays associated with the devices is
referred to as channel balancing. Management of executable
levels has long been considered and many of the
associated problems are well understood. However,
management of the IO devices when viewing the computer
system as a whole has been performed on a more or less
heuristic basis.

After a brief discussion of a methodology for channel
balancing in Section II, a case study of the assignment
of the system library for the UT2D operating system is
given in Section III. It should be noted that the case
study uses a simulation model to provide a realistic
model; however, an analytical queuing model is used to
guide the simulation so that evaluation of non-optimal
file assignment can be avoided.

II. Methodology

Fundamental to the methodology for channel balancing
are two models: a detailed model and a gross level model.
The detailed model (implemented in the case study as a
simulation model) maps domain variables, notably the job
characteristics, the degree of multiprogramming (potential
job interference due to queuing delays), and the
hardware/software characteristics of the computer system,
into values of system performance metrics, say a value
of system throughput as measured at the CPU.

The gross level model (implementated in the case
study as an analytical queuing model) reflects the effect
of file assignment through the service times of and the
branching probabilities to the 10 devices. For a given
set of device service times, there exists a set of
branching probabilities which maximizes system throughput.
Thus the optimality of a file assignment can be estimated
by how accurately the model yields the values of this
set. A knowledge of the characteristics of rotating
devices reveals that mean service times are effected by

file assignment Somewhat less than are the branching
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probabilities. Note also that the identity of the
files is not maintained in the gross level model.

A methodology for channel balancing is given by
the following iterative procedure:

(i) Select some initial file assignment.

(ii) Evaluate the detailed model for the service

times of the IO devices.

Evaluate the gross level model for the branching

probabilities which maximize throughput using

the service times determined in step (ii).

(iv) Select a new file assignment whose accumulative
frequency of file request on an assigned device
satisfy the optimal branching probability
constraints determined in step (iii) while not
violating device capaclty constraints.

(v) Iterate on steps (ii) - (iv) until no changes
in file assignment occur.

(iii)

A more detailed description of this methodology is
given in [1].

III. The UT2D Peripheral Processor Library -- A Case Study

3.1 Introduction

The UT2D operating system is a system which coordinates
the activities of a CDC 6600 and a CDC 6400. Essentially,
it is a pair of autonomous operating systems which
communicate to share resources such as mass storage (e.g.,
extended core storage (ECS), disks), permanent files,
and certain system libraries (e.g., Peripheral Processor
Library). Normally, the 6600 system handles batch jobs
and the 6400 system handles interactive jobs. Since batch
jobs produce a greater variety of resource demands on the
system, trace data from the 6600 is used to parameterize
this case study.

The CDC 6600 computer system is composed of 10
smaller processors called peripheral processing units
(PPUs) in addition to the central processor. The purpose
of these PPUs is to perform input/output and control
functions in support of the central processor. All PPUs
have access to 12 channels which are in turn connected
to various IO devices (i.e., memories). Data transfer on
the channels is controlled by instructions issued by the
PPUs and can provide either single word or block transfer
from the devices. Each PPU has its own memory of 4096
12-bit word capacity which is separate from the 6600's
central memory. The peripheral processors act as a buffer
between the external environment and the central processor.

An important function of the operating system is to
coordinate the activity of the various PPUs. Communication
between the operating system and the PPUs is accomplished
through communication areas (i.e., mailboxes) in central
memory. For example, a PPU 'idles' in its resident program
by checking that word 0 of its communication avea remains
cleared. Whenever the operating system wishes a PPU to
perform some function (such as transferring data between
central memory and a disk unit), it enters the appropriate
function name into word O of the allocated PPU's communi-
cation area. After the resident program 'senses' that word
0 is no longer cleared, it must then locate the requested
transient program in the Peripheral Processor Library.
(This library may reside in many storage levels of a
memory (IO device) hierarchy.) After this program is
located, it is loaded into the PPU's memory and executed.
Following completion of the transient program, word 0 is
cleared and the PPU idles back in its resident program. The
(pseudo) IO devices from which the PPU loads this transient
program are central memory, ECS, and the system disk. Addi-
tional information concerning the operation of the UT2D
operating system and the CDC 6600 hardware system can be
obtained in [2,3].

It is the purpose of this case study to indicate where
to assign the programs of the Peripheral Processor Library
in the memory hierarchy so as to maximize the throughput
of the PPU system. This is accomplished by varying the
capacity constraints of the three I0 devices in order to



produce optimal system throughput as a function of
device capacity. In this manner, a near-optimal
capaclty solution to this assignment is obtained.

3.2 The PPU Subsystem

The PPU subsystem interconnection topology is given
in Figure 1. The system consists of four servers, central
memory, ECS, a disk unit, and a PPU. Both the simulation
model and analytical queuing model corresponding to the
topology are given in Figure 2. It is interpreted in the
following way. First, a request for a program in the
Peripheral Processor Library must queue for the secondary
memory in which the program is loaded. The request is
then serviced implying the transfer of the program into
the executable memory of a PPU. Upon completion of the
loading process, the program is executed by the PPU. Af-
ter completing PPU service, the request recirculates
in the model becoming a new request. The total number
of program requests circulating in the model (the degree
of multiprogramming for the model) is the same as the
number of avalilable PPUs. Consequently, after a program
is loaded, no queuing for a PPU is required. Also note
that no explicit inclusion of executable memory is
necessary since each PPU and its executable memory can be
viewed as a unit. The PPU server in the model stands
for a set of PPUs (and associated executable memories)
equal to the degree of multiprogramming (i.e., one PPU
per program).

3.3 Simulation Model Parameterization

The following parameters are assumed to accurately
and sufficiently characterize the behaviour of the CDC
6600 PPU subsystem (i.e., the loading and executing of
transient programs from the PPU Library) using the
UT2D operating system. Included in the parameters them—
selves are the effects of inter-machine interference (on
shared resources such as the PPU Library) since both the
CDC 6400 and the CDC 6600 were operational when the
event recorder was gathering data on the 6600.

3.3.1 Activity Profile. 1If the jobs themselves are
requests for the loading and executing program files,
then the job characteristics are commonly given in

an activity profile, one entry per file. The activity
profile is composed of four parameters for each
program in the PPU Library: reusability of the pro-
gram, request frequency of the program, instructions
executed/request, words loaded (record size)/request,
and volume of the program. The activity profile is
given in Figure 3. (Note that the record size and the
volume parameters are given in octal for convenience.
This is the only figure in which octal notation is
used.) The corresponding record size and volume
parameters are equal since the entire program is
loaded upon request.

The parameters that are more sensitive to
system behavior are request frequency and instructions
executed/request. These are obtained from a summary
of the trace data (event sequences) generated by the
event recorder. A detailed description of this
summary is given in [4]. The request frequency
parameter is simply a count of the number of times
that a given PPU transient program is located. The
instructions executed/request parameter is obtained
from the mean time between consecutive PPU transient
program locations.

3.3.2 Degree of Multiprogramming. Another major
parameter of the simulation model is the degree

of multiprogramming. It is the parameter which
specifies the amount of potential queuing interference
due to requests for PPU transient programs which
reside on the same IO device. The event trace

summary contains the mean number of PPUs allocated

for the trace interval. Its value is 3.89. Since

a PPU can only be executing a single transient
program at any given time, the degree of
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multiprogramming is set to four.

3.3.3 Hardware Characteristics The hardware
characteristics assumed by the simulation model are
given below. All times are given in microseconds;
the transfer times are given in units of either

(60 bit) words or (64 x 60 bits) physical record
units (PRUs). The capacity constraints are variable
as stated in the purpose of this case study. The
parameters are defined as follows:

A. Four PPUs with a mean execution time/instruc-
tion of 1000

B. Three I0 Devices
1. Central Memory (CM)
a. Capacity of 0, 2000, 4000, and 6000
words
b. Mean latency time of 2000
c. Transfer time/word of 5
2. Extended Core Storage (ECS)
a. Capacity of 0, 2000, 4000, and 6000
words
b. Mean latency time of 6000
c. Transfer time/PRU of 2000
3. (CDC 808) System Disk
a. Capacity of infinity
b. Mean latency time of 51000
Mean seek time of 25000
Mean rotation time of 26000
c. Transfer time/PRU of 1000

3.4 Simulation Model Validation

The purpose of validation is to establish the credibi-
lity of the model by comparing its results with known re-
sults obtained from the actual system. It is an indication
of how well the model itself reflects the actual system.
1f poor validation is observed, the input parameters as
well as the level of detail included in the model are
questioned.

By setting the capacity of CM to 2000 words, ECS to 0
words, and the system disk to infinity, and holding all
other parameters (activity profile, degree of multiprogram
ming, and the system model) the same as those given in the
previous section, the throughput as computed by the model
has a value of 59. The observed throughput of the actual
PPU subsystem is 52. The model produces a higher value
for throughput because (1) a constant degree of multipro-
gramming of 4 could not be sustained by the actual system
(i.e., the degree of multiprogramming sometimes well below
4), and (2) the capacity of CM is slightly larger than the
corresponding capacity in the actual system. However, it
is felt that these two values compare sufficiently well to
establish the credibility of the model.

3.5 Results Obtained Through Channel Balancing

3.5.1 Throughput as a Function of Memory Capacity.
The table in Figure 4 gives optimal throughput and the
associated assigned memory of the IO devices (i.e.,
how much capacity of each device is actually used)

for various memory capacity constraints. System

disk assignment is computed by subtracting the assigned
memory values for CM and ECS from the total transient
program volume (i.e., 5819 words).

The entire table is not complete because a) some
constraint combinations are deemed impractical (such
as 0 CM and 0 ECS), and b) some entries can be implied
from other entries (such as 2000 CM, 6000 ECS can
be implied from 2000 CM, 4000 ECS).

The following important observations can be made
from Figure 4. First, by increasing the capacity of
CM from 0 words to 2000 words, the corresponding
increase in throughput is approximately 9% in all
cases. Increasing the capacity of CM beyond 2000 words
does not affect throughput in any case. Second, by
increasing the capacity of ECS from 0 words, the



corresponding increase in throughput is near zero Central
for all cases. So it would appear that when Mz:mra (o
considering the PPU subsystem alone, the appropriate PP executable 4 ’
capacitieshfor CM and ECS are 2000 and O, respective- memory
ly. However, it is noted that the relative differ-

ence in throughput between the 0 CM, 2000 ECS and —
the 2000 CM, O ECS combinations is approximately ECS
6.5%. Since this difference is so small, the former
combination is desirable over the later combination
in terms of both storage costs and optimizing the PPU
entire computer system's performance (since an

additional 2000 CM words are available for user b Disk
programs at a cost of 2000 ECS words). This analysis

indicates that the PPU library which is currently

stored in CM should be transferred to ECS, thus

freeing CM for other uses. PPU Subsystem

Interconnection Topology

3.5.2 Program Assignment. Assignment of the programs
in the activity profile of Figure 3 to be IO devices

is given in Figures 5a and 5b. This assignment
corresponds to the table entry of 0 CM, 2000 ECS which M
generates a throughput of 55. Note that less fre-

Figure 1

quently requested programs are often unexpectedly ECS PfPE
assigned to faster IO devices to more closely match A\
the optimal branching probability of that device with
the total frequency requests of the programs assigned
to that device. disk
IV. Summary
Values for throughput and a corresponding program
assignment as a function of memory capacity of the IO PPU
devices are generated utilizing a channel balancing method- Simulation and Analytical Queuing Model
ology. This automated technique allows the system designer Figure 2
to concentrate on major performance characteristics (such
as throughput) without unduly being burdened by system de-
tails (such as program assignment). The methodology extends Name  Frequency Instructions Record Size Volume
previous work by including queuing delays for the I0 devices 2WD 11861 93 125 125
in a memory hierarchy, and optimization of total system 2RD 11289 95 122 122
throughput. An implementation of this methodology uses a 2F1 41 25651 137 137
simulation model to provide a realistic model; however, an 1RJ 586 941 346 346
analytical queuing model is used to guide the simulation oMT 3432 119 712 712
so that rapid evaluation of program assignment is possible. 187 567 680 265 265
1DB 3853 67 231 231
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of PPU Transient Programs

Figure 3
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